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**Цель работы.**

Знакомство с внутренним представлением различных типов данных, используемых компьютером при их обработке.

**Задание на лабораторную работу.**

1. Разработать алгоритм ввода с клавиатуры типов данных **short** и **long double** и показать на экране их внутреннее представление в двоичной системе счисления.

2. Написать и отладить программу на языке С++, реализующую разработанный алгоритм.

3. В соответствии с заданием дополнить разработанный ранее алгоритм блоками для выполнения преобразования двоичного полученного кода исходного типа данных и последующего вывода преобразованного кода в двоичной системе счисления и в формате исходного данного.

Вид преобразования: Поменять местами значения бит в заданном количестве пар бит. Номера бит в парах задаются с клавиатуры.

**Текст программы**

#include <iostream>

#include <conio.h>

#include <string>

#include <vector>

**using** **namespace** std;

**union** longdouble

{

long double ld;

\_\_int128\_t ldint;

};

void tobinary(char data)

{

unsigned char mask;

**for** (mask = 128; mask != 0; mask >>= 1)

{

bool a = (data & mask);

std::cout << a;

}

std::cout << " ";

}

void output(short data)

{

**for** (short i = **sizeof**(data); i != 0; i--)

{

tobinary(data >> (8 \* (i - 1)));

}

}

void output(\_\_int128\_t data)

{

**for** (short i = **sizeof**(data) - 6; i != 0; i--)

{

tobinary(data >> (8 \* (i - 1)));

}

}

bool range(char s)

{

**if** ((s >= '0' && s <= '9') ) **return** 1;

**else** **return** 0;

}

long double input(long double data)

{

char s;

string result;

**do**

{

s = \_getch();

**if** (range(s))

{

std::cout << char(s);

result.push\_back(s);

}

**else** **if** (s == 8)

{

**if** (!result.empty())

{

result.pop\_back();

std::cout << "**\b** **\b**";

}

}

**else** **if** (s == '-' && result.empty())

{

std::cout << char(s);

result.push\_back(s);

}

**else** **if** (s == '.')

{

std::cout << char(s);

result.push\_back(s);

}

} **while** (s != 13);

std::cout << endl;

long double ans = 0;

long double ans\_f = 0;

short sign = 1;

**if** (result[0] == '-')

{

sign = -1;

result.erase(0,1);

}

**for**(int i = 0; i < result.size(); i++)

{

**if** (result[i] == 0) result.erase(0,1);

**else** **break**;

}

**for**(int i = 0; i < result.size(); i++)

{

**if**(result[i] == '.') **break**;

ans = ans \* 10 + result[i] - '0';

}

**while** (result.back() != '.')

{

ans\_f = (ans\_f + (result.back())- '0') / 10;

result.pop\_back();

}

ans = sign \* (ans + ans\_f);

**return** ans;

}

short input(short data)

{

char s;

string result;

**do**

{

s = \_getch();

**if** (range(s))

{

std::cout << char(s);

result.push\_back(s);

}

**else** **if** (s == 8)

{

**if** (!result.empty())

{

result.pop\_back();

std::cout << "**\b** **\b**";

}

}

**else** **if** (s == '-' && result.empty())

{

std::cout << char(s);

result.push\_back(s);

}

} **while** (s != 13);

std::cout << endl;

short ans = 0;

short sign = 1;

**if** (result[0] == '-')

{

sign = -1;

result.erase(0,1);

}

**for**(int i = 0; i < result.size(); i++)

{

**if** (result[i] == 0) result.erase(0,1);

**else** **break**;

}

**for**(int i = 0; i < result.size(); i++)

{

ans = ans \* 10 + result[i] - '0';

}

**return** ans\*sign;

}

int swap\_bits(int data, int i, int j)

{

bool biti = data & (1 << i);

bool bitj = data & (1 << j);

**if** (biti != bitj)

{

int bit\_mask = (1 << i) | (1 << j);

data ^= bit\_mask;

**return** data;

}

**return** data;

}

longdouble swap\_bits(longdouble data, int i, int j)

{

bool biti = data.ldint & ((\_\_int128\_t)1 << i);

bool bitj = data.ldint & ((\_\_int128\_t)1 << j);

**if** (biti != bitj)

{

\_\_int128\_t bit\_mask = ((\_\_int128\_t)1 << i) | ((\_\_int128\_t)1 << j);

data.ldint ^= bit\_mask;

**return** data;

}

**return** data;

}

short reversepairs(short data)

{

char s;

string result;

**do**

{

s = \_getch();

**if** (s >= '0' && s <= '9')

{

std::cout << s;

result.push\_back(s);

}

**else** **if** (s == 8)

{

**if** (!result.empty())

{

result.pop\_back();

std::cout << "**\b** **\b**";

}

}

**else** **if** (s == 32)

{

**if**(!result.empty())

{

result.push\_back(s);

std::cout << " ";

}

}

} **while** (s != 13);

vector <int> vresult;

int value = 0;

**for**(int i = 0; i < result.size(); i++)

{

**if**(result[i] != char(32))

{

value = value \* 10 + (result[i] - '0');

}

**if**(result[i] == char(32) || i == result.size() - 1)

{

vresult.push\_back(value);

value = 0;

}

}

**for**(int i = 0; i < result.size(); i+=2)

{

data = swap\_bits(data, vresult[i], vresult[i+1]);

}

**return** data;

}

longdouble reversepairs(longdouble data)

{

char s;

string result;

**do**

{

s = \_getch();

**if** (s >= '0' && s <= '9')

{

std::cout << s;

result.push\_back(s);

}

**else** **if** (s == 8)

{

**if** (!result.empty())

{

result.pop\_back();

std::cout << "**\b** **\b**";

}

}

**else** **if** (s == 32)

{

**if**(!result.empty())

{

result.push\_back(s);

std::cout << " ";

}

}

} **while** (s != 13);

vector <int> vresult;

int value = 0;

**for**(int i = 0; i < result.size(); i++)

{

**if**(result[i] != char(32))

{

value = value \* 10 + (result[i] - '0');

}

**if**(result[i] == char(32) || i == result.size() - 1)

{

vresult.push\_back(value);

value = 0;

}

}

**for**(int i = 0; i < vresult.size(); i += 2)

{

data = swap\_bits(data, vresult[i], vresult[i+1]);

}

**return** data;

}

int main()

{

int menu;

**do**

{

*system("cls");*

std::cout << "1. short**\n**";

std::cout << "2. long double**\n**";

std::cout << "0. exit**\n**";

menu = \_getch();

**if**(menu == '1')

{

short data = 0;

std::cout << "input short int number: ";

data = input(data);

std::cout << "decimal: " << data << std::endl;

std::cout << "binary: ";

output(data);

std::cout << std::endl;

std::cout << "enter the number of bit pairs to be changed: ";

short reversedBits = reversepairs(data);

std::cout << "**\n\n**decimal: " << reversedBits << std::endl;

std::cout << "binary: ";

output(reversedBits); std::cout << std::endl << std::endl;

}

**if**(menu == '2')

{

longdouble data;

std::cout << "**\n**input float number: ";

data.ld = input(data.ld);

std::cout << "decimal: " << data.ld << endl;

std::cout << "binary: ";

output(data.ldint);

std::cout << endl;

std::cout << "enter the number of bit pairs to be changed: ";

longdouble reversedBits = reversepairs(data);

std::cout << "**\n\n**decimal: " << reversedBits.ld << std::endl;

std::cout << "binary: ";

output(reversedBits.ldint); std::cout << std::endl << std::endl;

}

}

**while** (menu != '0');

}

**Примеры запуска программы**

Пример работы с short числом:

**![](data:image/png;base64,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)**

Пример работы с long double числом:
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